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Question 1. [6 marks]

The current working directory contains 3 files: coffee, milk, and tea. The contents of each file are shown below:

```markdown
<table>
<thead>
<tr>
<th>coffee</th>
</tr>
</thead>
<tbody>
<tr>
<td>cat milk</td>
</tr>
<tr>
<td>cat coffee</td>
</tr>
<tr>
<td>tea</td>
</tr>
<tr>
<td>cream</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>milk</th>
</tr>
</thead>
<tbody>
<tr>
<td>cream</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>tea</th>
</tr>
</thead>
<tbody>
<tr>
<td>cat sugar</td>
</tr>
<tr>
<td>cat coffee</td>
</tr>
</tbody>
</table>
```

The program listing for `drinks.sh` is shown below (' is a single quote, and ' is a backquote):

```bash
#!/bin/sh

echo "Part 1:"
for x in $*
do
grep $x *
done

echo "Part 2:"
grep "cat $1" coffee
grep 'cat $1' coffee
grep 'cat $1' coffee
```

Fill in the missing parts of the output when the program is run as `drinks.sh milk cream sugar`.

If a `grep` statement would produce no output, explain why.

Part 1:
- coffee: cat milk
- coffee: cream
- milk: cream
- tea: cat sugar

Part 2:
- cat milk
- cream

The second `grep` does not produce output because there is no string "cat $1" in coffee.
Question 2. [5 marks]
Assume that the program below runs to completion without errors:

```c
int main() {
    int result;
    printf("A\n");
    if((result = fork()) > 0 ) {
        printf("B\n");
    } else if(result == 0) {
        printf("C\n");
        execlp("runprog", 0);
        printf("D\n");
    } else {
        perror("fork");
        exit(1);
    }

    printf("F\n");
    wait(0);
    printf("Done\n");
    return 0;
}
/* runprog.c */
int main() {
    printf("E\n");
    return 0;
}
```

Part (a) [1 mark]
Which, if any, `printf` lines are executed more than once?

None of the `printf` lines are executed more than once.

Part (b) [4 marks]
Write down the output of this program in 4 different correct orderings.

```
A A A A A A A
B B B C C C C
C C F E E B B
E F C B E F F
F E E F F E E
Done Done Done Done Done Done
```
Question 3.  [6 marks]
The following declarations are used for both parts of this question.

```c
char *a = "Firefox";
char *b = "Safari";
char *c = "IE 7";
char **p;
char *files[3];
```

Part (a)  [3 marks]
Give the type and value of each of the following 3 expressions. If an error would occur, explain what the error is.

There was a typo in the last one. I meant to write *(p+1) which would have been an error. Naturally, it was marked as printed.

```c
p = &a;

p[0][3]  char  'e'

(*p)+1       char*    irefox

(*p+1)     char*    irefox
```

Part (b)  [3 marks]
For each of the following, either explain the problem that occurs or state that the sequence is correct. (The variables a, b, c are defined above.)

<table>
<thead>
<tr>
<th>Expression</th>
<th>Problem/Correctness</th>
</tr>
</thead>
<tbody>
<tr>
<td><code>files[0] = malloc(8)</code></td>
<td>memory leak</td>
</tr>
<tr>
<td><code>files[0] = a</code></td>
<td></td>
</tr>
<tr>
<td><code>files[1] = NULL</code></td>
<td>okay</td>
</tr>
<tr>
<td><code>files[1] = b</code></td>
<td></td>
</tr>
<tr>
<td><code>files[2] = NULL</code></td>
<td></td>
</tr>
<tr>
<td><code>files[2] = strncpy(files[2], c, 5)</code></td>
<td>No memory allocated to copy into.</td>
</tr>
<tr>
<td><code>files[2] = strcpy(files[2], c, 5)</code></td>
<td></td>
</tr>
</tbody>
</table>
Question 4. [6 marks]
Without using any string functions, write the function `strncat`, described below:

DESCRIPTION

The `strncat()` function appends up to count characters of the null-terminated string `t` to the end of the null-terminated string `s`, then adds a terminating `\0`. The string `s` must have sufficient space to hold the result.

```c
char * strncat(char *s, const char *t, size_t count) {
    int i;
    char *result = s;
    while(*s != '\0') {
        s++;
    }
    for(i = 0; i < count; i++) {
        *s = t[i];
        if(t[i] == '\0') {
            return result;
        }
        s++;
    }
    *s = '\0';
    return result;
}
```
Question 5. [7 MARKS]

Suppose you are given a file in the following format. Each line of the file starts with a directory name followed by a space and a colon. The remaining elements of the line are the names of files in that directory.

Write a Bourne shell program that takes a file in the above format. For each line of the file:

```
dir : f1 f2
```

it prints a message if `dir` is not a directory in the current working directory, and it prints a message if any of the files `f1`, `f2` (etc.) are not files in the directory `dir`.

```bash
#!/bin/sh
while read line
do
  set $line
  dir=$1
  if [ ! -d $dir ]; then
    echo $dir is not a directory
  else
    shift
    shift
    while [ $1 ]
do
      if [ ! -f $dir/$1 ]; then
        echo $dir/$1 is not a file
      fi
      shift
done
  fi
done < $1
```