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Question 1.  [4 marks]

Part (a)  [1 mark]
What is the output of the following sequence of shell commands? The sequence is given in tcsh and bash syntax, but the output is the same in both cases.

```
# tcsh syntax
setenv PATH /usr/bin:/usr/local/bin:.
setenv PATH /u/fred/bin:$PATH
echo $PATH
/u/fred/bin:/usr/bin:/usr/local/bin:.
```

```
# bash or sh syntax
export PATH=/usr/bin:/usr/local/bin:.
export PATH=/u/fred/bin:$PATH
echo $PATH
```

Part (b)  [1 mark]
A student sent me the following question about assignment 2: “I have tried to run my c program in cygwin. I can compile them, but when I type 'pathlist /path1/path2' it gives me 'bash : pathlist : command not found.' ” What is the most likely problem?

The current working directory is not in the PATH.

Part (c)  [2 marks]
Rewrite the following shell program so that it does not use any temporary files, and the output is the same. The program finds the total grade in each student’s marks file, extracts each mark and prints the average of all of the marks.

```
grep TOTAL */Marks.txt > temp1
cut -d " " -f 2 < temp1 > temp2
python avg.py <temp2 > temp3
cat temp3
rm temp1 temp2 temp3
```

```
grep TOTAL */Marks.txt | cut -d " " -f 2 | python avg.py
```
Question 2. [9 marks]

Part (a) [4 marks]
The current working directory contains an executable shell program called doit which is shown below. Write the output produced by the following echo commands and the contents of the file outfile after each command has executed. Assume that outfile is empty before each command is executed. (’ is a single quote, ‘ is a backquote.)

```bash
#!/bin/sh
# doit
echo "$1"
```

<table>
<thead>
<tr>
<th>prints</th>
<th>contents of outfile</th>
</tr>
</thead>
<tbody>
<tr>
<td>echo doit now &gt; outfile</td>
<td>nothing</td>
</tr>
<tr>
<td>echo &quot;doit now &gt; outfile&quot;</td>
<td>doit now &gt; outfile</td>
</tr>
<tr>
<td>echo ‘doit now’ &gt; outfile</td>
<td>nothing</td>
</tr>
<tr>
<td>echo ‘doit now &gt; outfile’</td>
<td>blank line</td>
</tr>
</tbody>
</table>

Part (b) [5 marks]
Write a Bourne shell program that prints the size and the name of each file in the current working directory that is bigger than size bytes, where size is a command-line argument to the shell program. The program must not print out directories. Recall that stat -t filename prints a line of information about the file, filename. The second field of this line gives the size of the file in bytes. The command cut -d " " -f 2 may be used to extract the second field from a line separated by spaces. Do not use ls or cat.

```bash
for file in *
  do
    if [ -f $file ]
      then
        size='stat -t $file | cut -d " " -f 2'
        if [ "$size" -gt "$1" ]
          then
            echo "$size $file"
          fi
      fi
  done
```
Question 3. [5 marks]
Consider the following program. In your answers below, assume that all processes terminate normally.

```c
int main() {
    int p1 = fork();
    int p2 = fork();
    if(p1 == 0) {
        printf("A\n");
        if(p2 == 0) {
            printf("B\n");
        }
    }
    printf("C\n");
    return(0);
}
```

**Part (a) [1 mark]**
How many processes are created? 4

**Part (b) [1 mark]**
How many times is “C” printed? 4

**Part (c) [1 mark]**
How many times is “B” printed? 1

**Part (d) [1 mark]**
How many times is “A” printed? 2

**Part (e) [1 mark]**
Is it possible for “A” to be printed after “B”? Yes
**Question 4. [8 marks]**

**Part (a) [5 marks]**
Consider the following C declarations. Write the type of the expressions that follow. If the type is `char` then give the value of the character.

```c
char **a = malloc(3 * sizeof(char *));
a[0] = "bcd";
a[1] = "efg";
a[2] = "hij";
```

<table>
<thead>
<tr>
<th>Type</th>
<th>Value (if type is char)</th>
</tr>
</thead>
<tbody>
<tr>
<td>a[0]</td>
<td>pointer to char</td>
</tr>
<tr>
<td>a[0][1]</td>
<td>char</td>
</tr>
<tr>
<td>*(a+1)</td>
<td>char</td>
</tr>
<tr>
<td>*a[1]</td>
<td>char</td>
</tr>
<tr>
<td>&amp;a[2]</td>
<td>pointer to pointer to char</td>
</tr>
</tbody>
</table>

**Part (b) [3 marks]**
Complete the C function below that returns the number of occurrences of the character `c` in the string `str`.

```c
int countchars(char *str, char c) {
    char *ptr = str;
    int count = 0;
    while( (ptr = strchr(ptr, c)) != NULL) {
        count++;
        ptr++;
    }
    return count;
}
```

```c
int countchars2(char *str, char c) {
    int count = 0;
    int i;
    for(i = 0; i < strlen(str); i++) {
        if(str[i] == c) {
            count++;
        }
    }
    return count;
}
```
Question 5.  [7 MARKS]
Write a C program that takes a file as a command line argument. The file contains a list of file names, one per line. Your program prints the name of each file in the list that is not in the current working directory. Your program should work correctly even if there are hundreds of files in the current working directory and hundreds of file names in the list. You may assume that the file is well-formatted. Each line will contain only a potential file name.

```
int
main(int argc, char **argv)
{
    FILE *fp, *tp;
    char line[256];
    if(argc != 2) {
        fprintf(stderr, "Usage: %s <filename>\n", argv[0]);
        exit(1);
    }
    if((fp = fopen(argv[1], "r")) == NULL) {
        perror("fopen");
        exit(1);
    }
    while(fgets(line, 256, fp) != NULL) {
        line[strlen(line)-1] = '\0';
        if((tp = fopen(line, "r")) == NULL) {
            printf("%s\n", line);
        } else {
            fclose(tp);
        }
    }
    return 0;
}
```

Notes:
Another easy way to do this was to use `stat` rather than `fopen` to test for the existence of the file. Many students tried to solve this problem using ` readdir`. There is a correct solution, but it is a bit tricky.